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Abstract—Babylon Tower is a three-dimensional puzzle which consists of six discs that are arranged piled up. Each disc consists of six columns of small balls along the side in six kinds of different colors. Babylon Tower can be played by rotating and sliding it. The goal of the game of Babylon Tower is to sort each ball of the same color on the same column and sort the balls in each column based on the brightness of the color of the ball. There are also methods that can be used to find a solution of the game of Babylon Tower, namely disc by disc and column by column. The method proposed in this research is depth-first search column by column. In this research, it is shown that the proposed method is capable of finding step by step to reach a solution of the game of Babylon Tower.
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I. INTRODUCTION

Babylon Tower is one of the three-dimensional puzzle that was invented by Endre Pap and patented in 1982. Babylon Tower can be played by rotating and sliding it, so that Babylon Tower has a very large number of possible ball positions and also a very large number of possible ways of solving it [1].

There are many studies that have been done to solve various kinds of puzzle game using various kinds of algorithm. Several searching algorithm such as frontier search, disk-based search, parallel processing pattern database heuristic and breadth-first heuristic search are used to solve the problems in the game of four-peg Towers of Hanoi [2]. Another research was done on a method that can be implemented in the game of Japanese puzzle, also known as nonogram [3]. The method consists of two phases. The first phase is done by determining the cells that would be colored by using some logical rules. In the second phase, the depth-first search algorithm will be applied to solve those remaining cells. The research on Japanese puzzle has also been done by using rule-based method and best-first search algorithm [4]. A heuristic approach called Self-Adapting Harmony Search (SAHS) was implemented in the game of Kakuro [5]. SAHS algorithm can be improved if there is an initial calculation step to determine the possible combinations of sums to obtain the desired number. Chaotic harmony search algorithm has been used to develop flower pollination algorithm that was implemented in Sudoku [6]. In that research, the proposed method was capable of finding the better way of solving Sudoku puzzle.

Game is a real-time, dynamic and interactive computer simulation [7] that consists of a virtual world simulator that processes real-time data, shows the outputs visually, and controls the mechanism [8]. Data structures in a game development are used to represent objects in a game, and when they are combined with algorithms, the data can be processed efficiently and effectively [9] which may affect the running time [10]. Tree is a type of data structure that can be used to maintain the data hierarchy [9] in a path finding method [11]. In order to search solutions from a tree where there is no additional information about the state that will occur after a step is taken, we can use blind search [12] which is mainly consists of breadth-first search and depth-first search algorithms [13].

One of engaging idea is to solve Babylon Tower by combining column by column algorithm with another searching algorithm. Depth-first search has advantages in terms of memory usage that breadth-first search [13]. In order to give the first look result, we try to combine depth first search with column by column algorithm in order to solve this game. The other contribution is, we need to develop and implement Babylon tower in Android Platform, which will need a several steps in our general architecture.

II. METHODOLOGY

A. General Architecture

Fig. 1 shows the general architecture of the proposed method that consists of a series of steps that have been done to design and implement depth-first search column by column algorithm in the game of Babylon Tower.

B. Modelling

1) Disc Model

A Babylon Tower consists of six discs, in which four of them that reside in between another two discs, have the exactly same shape. Hence, there will be three types of disc model that are needed to be built, they are disc model that resides at the top position, disc model that resides at the bottom position, and disc model that resides in between another two discs.

Disc model that resides at the top position is built from a cylinder model with a diameter of 19 units and a height of 0.8 units. The upper part of the cylinder model is formed slightly
curved. Next, there are six gaps added around that cylinder model. Those gaps are formed opened at the lower part and closed at the upper part with the shape of half circle. The disc model for the top position is shown in the fig. 2.

Disc model that resides in between another two discs is built from a cylinder model with a diameter of 1.9 units and a height of 0.5 units. Next, there are six gaps added around that cylinder model. Those gaps are formed opened at both lower part and upper part of that cylinder model. The disc model that resides in between another two discs is shown in fig. 4.

2) Ball Model

In a Babylon Tower, there are 36 balls in six different types of color (black, yellow, red, green, brown, blue). Each type of color consists of six balls with different brightness levels, starting from the brightest to the palest. Ball models are built from a sphere model with a diameter of 0.5 units. Then the color of each ball model is set according to the needs. Those 36 ball models are shown in fig. 5.

3) Babylon Tower Model

The models that have already been built are arranged in such a way so that each model is placed in its position. Fig. 6 shows the arranged models of Babylon Tower. Disc model at the bottom position is placed at the center coordinates. A disc model that is located directly above another disc model is placed at the coordinates in which the value of Y-axis is 0.5 greater than the value of Y-axis of the disc below it.
Each ball model that is located in a disc is placed at the coordinates in which the Y-axis has the same values as the Y-axis of the disc. The ball that is located at the first column is placed at the X-axis coordinate of 0 and Z-axis coordinate of 0.86. The ball that is located at the next column is placed at the same coordinates, but is rotated around the Y-axis with the multiples value of 60°.

C. Data Structure

In order to represent each object that exists in the game of Babylon Tower, it is necessary to provide a class for each type of object.

1) Ball

There are several variables in the Ball class, including gameObject variable with the data type of GameObject that is used to store 3D model and its position, color variable with the data type of integer that is used to store a value that defines the ball’s color, and brightness variable with the data type of integer that is used to store a value that defines the brightness level of the ball. There is also a static variable in the Ball class with the data type of array of string that stores the color’s name. The methods in the Ball class are used for accessing the data that are stored in each variable in the Ball class from another class.

2) Disc

There are several variables in the Disc class, including gameObject variable with the data type of GameObject that is used to store 3D model and its position, balls variable with the data type of array of Ball that is used to store the ball objects in a disc, and row variable with the data type of integer that is used to store a value that defines the row position of a disc. The methods in the Disc class are used to move the position of each ball in a disc while rotated, and used for accessing the data that are stored in each variable in the Disc class from another class.

3) Inner Gap

Inner Gap is used to store the information about the ball that is residing inside the Babylon Tower. Inner Gap class contains a variable that is used to store the ball object that is residing inside the Babylon Tower, and a variable that is used to store a value that defines the column position of that ball. The methods in the Inner Gap class are used to move the position of the ball inside Babylon Tower while the disc at the bottom position is rotated, and used for accessing and replacing the data that are stored in each variable in the Inner Gap class from another class.

4) Babylon Tower

Babylon Tower is used to store and manage each element in the Babylon Tower. Hence, there are several variables that are required in the Babylon Tower class, including discs variable with the data type of array of Disc that is used to store discs objects in the Babylon Tower, and innerGaps variable with the data type of array of InnerGap that is used to store a ball object that is inside the Babylon Tower. The methods in the Babylon Tower class are used to rotate a disc, used to push a ball into the disc at the bottom position, used to bring back the ball from inside the Babylon Tower, used to slide the balls in the same column, used to randomize the position of the balls, and used for accessing and replacing the data that are stored in each variable in the Babylon Tower class from another class.

D. Game Mechanic

Each game application has its own rules and methods that are designed to interact with the states or conditions that happened in that application. Hereafter those rules and methods are referred to as “game mechanic”. The game of Babylon Tower is designed and built to be able to detect touch input by the user. Therefore, it is necessary to design a game mechanic that is capable of detecting various kinds of touch at the screen of the device and capable of detecting which object is touched. In addition, the game mechanic is also capable of deciding which kind of move that is done to the Babylon Tower according to the touch input by the user.

1) Touch Handling

Touch handling is a part of the game mechanic that is used to manage each touch input from the user. The screen position that is touched, the move direction of the finger, and the displacement made by the finger that is touching the screen are the key factors that decide what kind of move done to the Babylon Tower.

The following are the steps taken in managing the touch input:

- Initialize is rotating to false, is camera rotating to false, selected disc to zero, selected ball to null, touch reference to center coordinates, and total rotation to zero.
- Check whether the user starts touching down the screen. If yes check whether the user touches any object. If yes, set is rotating to true, set selected disc to the disc touched by the user and set selected ball to the ball touched by the user (if any). If no, set is camera rotating to true. Finally, set touch reference to the coordinates of position touched by the user.
- Check whether the user is still touching the screen. If yes, initialize touch offset to the coordinates of position touched by the user subtracted by the touch reference. If the value in is rotating is true, add the touch offset to the total rotation and rotate each ball in the selected disc. If
the value in is camera_rotating is true, rotate the point of view of the Babylon Tower based on the touch offset. Finally, set touched reference to the coordinates of position touched by the user.

- Check whether the user’s finger starts leaving the screen. If yes, check whether the value as is rotating is true or not. If true, initialize rotation value to the number of columns of the disc rotated by calculating the total rotation. If the rotation value equals zero, check whether the selected ball is null or not. If the selected ball is not null, check whether the selected disc is at the bottom and there is no gap. If yes and the ball can be pushed, then push the ball into the disc. If no and the ball can be slid, then slide the ball towards the gap. Finally, set is rotating to false, set camera_rotating to false, set total rotation to zero, and set selected ball to null.

2) Moves Handling

Each move that is done by user will be checked if the Babylon Tower is already solved or not. The basic moves that can be done to the Babylon Tower are rotating a disc (rotate), pushing a ball into the disc (push), sliding balls at a column towards the existing gap (slide), and bringing back a ball from inside the disc (pop). Each time the basic move is done, the values that are stored in the affected objects and their visual display in the scene will be updated. Each move will also be stored in a list called moves list. There are three type of moves that can be stored in the moves list, including rotate, push and slide.

For the “rotate” move, a disc will be rotated clockwise as far as a certain value. When the undo process is done, the disc will be rotated counter-clockwise as far as that value.

For the “push” move, the ball will be pushed into the disc, then all balls above it will be slid down covering the gap produced by the pushed ball. When the undo process is done, the first move is to slide all balls at the column towards the gap at the top position, then a ball behind the gap at the bottom position will be brought back.

For the “slide” move, the ball will be slid from its initial position towards the gap so that the gap position will move to the ball’s initial position. After the ball is being slid, it is needed to be checked if there is a ball behind the current gap position. If there is, then the ball will be brought up covering that gap. When the undo process is done, if the last move is bringing back the ball inside the disc, then the reverse of the move is pushing that ball back into the disc. Next the sliding move can be done to return the balls to their previous positions.

E. AI

Before the algorithm is executed, there will be specified the ball color for each column. Then will be checked if the ball that resides at the first column of the bottom position has the similar color as the color specified for the first column. If not, then the color for the first column will be exchanged with the color of another column that has the similar color as that ball. Next that ball will be pushed into the disc so that a gap will appear at that column. Then the column by column algorithm can be executed.

1) Sorting and depth-first search

Sorting phase will group the balls with the similar color to the same column regardless to their brightness level. In this phase, there will be used a recursive function to repeatedly search a ball from another column that has a similar color as the color of the column that contains a gap. After the desired ball is found, some procedural steps will be executed to move that ball position to the column that has the similar color, so that the gap position will be moved to another column. Those processes will be repeated until each column is placed by the balls with a similar color.

During the sorting phase, it is necessary to be checked if the step taken would end up in a dead end. To avoid the dead end, it is needed a depth-first search algorithm that is used to step back to the previous state while the game is reaching the dead end, then looking for another step available.

The following are the steps taken in this phase:
- Start a method which requires gap column (the column that contains a gap) as a parameter and return boolean type of value.
- Initialize flag to false. If the sorting phase is completed, return true. Else if there is no gap, return false, else, for each column except gap column and for each ball in a column, check whether the color of the ball is the same as the color of the gap column. If yes, move the ball to the gap by running several procedural steps and set the flag to the value obtained by running the same method recursively.
- Finally, if the flag is false, undo the last move taken.

2) Swapping

Swapping phase aims to swap the position of the balls at each column until each ball at each column is sorted based on its brightness level. This phase is considered complete if the brightness level of each ball at the third row from top to the bottom row has already been sorted based on its brightness level.

The following are the steps taken in this phase:
- For each column except gap column, check whether each ball has already been placed to the nearest position to its actual position, which means the difference between the ball position to its actual position is at most one. If not, for each row, run several procedural steps to swap each ball until it is placed to the nearest actual position.
- For each column except gap column, check whether each ball in the third row until the bottom row has already been sorted or not. If not, for each row from bottom row to the third row, run several procedural steps swap each ball that is not placed on its actual position.

3) Parity

Parity phase will be executed if the balls at the top two rows are not entirely sorted. The condition that is required to execute the parity phase is there must be pairs of columns that have not been sorted, because each time the parity phase is executed, it will produce a pair of column that is sorted. So, before parity phase is executed, it is needed to be counted the number of columns that have not been sorted. If the number is
odd, then will be executed another steps before the parity phase can be executed. The steps meant are rotating the disc at the top position at 60°, pushing in the ball at the first column, followed by repeating the sorting phase. After the sorting phase has been done, the number of unsorted columns must be even, so that the parity phase can be executed.

The following are the steps taken in this phase:

- For each column, initialize column 1 to -1 and column 2 to -1. Search two columns that have not been sorted and set the values to the column 1 and column 2 respectively.
- Initialize bottom disc rotated to false. This variable is used to determine whether the bottom disc need to be rotated in order to run parity steps.
- If the first inner gap column does not equal to column 1 and column 2, initialize column 3 to the first inner gap column. Else if the second inner gap column does not equal to column 1 and column 2, initialize column 3 to the second inner gap column. Else, set bottom disc rotated to true, rotate the bottom disc around 60°, and initialize column 3 to the first inner gap column.
- Run parity steps and check whether the bottom disc rotated is true or not. If true, rotate the bottom disc around 360°.
- If there are other unsorted columns, run this method again recursively.

III. RESULT AND DISCUSSION

A. Implementation

Game of Babylon Tower was built using Unity software version 5.0.0f4 using C# programming language. The output targeted was an application for Android platform (apk). The following will be described the results of application execution of the game of Babylon Tower. Fig. 7 shows the main menu of the application.

![Game Title Screen](image)

**Fig. 7. Main Menu**

The first option of the main menu is "play" it is used to start a new game. By selecting "play" option, user can select one of the three difficulty levels of the game, there are easy, medium, or hard. The difficulty level selected by user will decide how many columns of Babylon Tower will be randomized. After selecting the desired difficulty level, main menu view will be switched with game scene view as shown in the fig. 8.

Next, user can interact with the randomized Babylon Tower to play it. Every step taken by the user is stored in the list and the number of steps that have already been done by user will be shown below the Babylon Tower. On the upper part of the game scene, there is a timer that determines the time taken by user to solve the game. User can navigate against the steps that are stored in the list through the buttons that are located on the lower part of the game scene. User can run the animation of the steps that are stored in the list by touching the play button. While the animation is running, the play button is switched with the pause button that is used to pause the running animation. User can decide to solve the game with AI by touching the solve button. By touching the solve button, the animation will be played to show the step by step taken by AI to solve the game started from the beginning state. User can go back to the main menu by touching the home button.

![Game Scene](image)

**Fig. 8. Game Scene**

B. Testing

The algorithm is considered successfully find a solution if the algorithm is capable of grouping each ball with the similar color in the same column and sorting each column according to the brightness level of each ball. Testing had been done as many as ten times for the randomized Babylon Tower for each different difficulty levels. The number of steps taken by AI and the time required to reach the solution for each test case are recorded during the testing. Table 1 shows the number of steps taken and table 2 shows the time required to reach the solution for each test case.

<table>
<thead>
<tr>
<th>Case</th>
<th>Easy</th>
<th>Medium</th>
<th>Hard</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>105</td>
<td>322</td>
<td>362</td>
</tr>
<tr>
<td>2</td>
<td>111</td>
<td>348</td>
<td>405</td>
</tr>
<tr>
<td>Case</td>
<td>Difficulty level</td>
<td>Easy (ms)</td>
<td>Medium (ms)</td>
</tr>
<tr>
<td>------</td>
<td>------------------</td>
<td>-----------</td>
<td>-------------</td>
</tr>
<tr>
<td>1</td>
<td>Easy</td>
<td>191</td>
<td>674</td>
</tr>
<tr>
<td>2</td>
<td>Easy</td>
<td>101</td>
<td>674</td>
</tr>
<tr>
<td>3</td>
<td>Easy</td>
<td>51</td>
<td>674</td>
</tr>
<tr>
<td>4</td>
<td>Easy</td>
<td>101</td>
<td>674</td>
</tr>
<tr>
<td>5</td>
<td>Medium</td>
<td>360</td>
<td>859</td>
</tr>
<tr>
<td>6</td>
<td>Medium</td>
<td>360</td>
<td>859</td>
</tr>
<tr>
<td>7</td>
<td>Medium</td>
<td>360</td>
<td>859</td>
</tr>
<tr>
<td>8</td>
<td>Medium</td>
<td>360</td>
<td>859</td>
</tr>
<tr>
<td>9</td>
<td>Hard</td>
<td>360</td>
<td>859</td>
</tr>
<tr>
<td>10</td>
<td>Hard</td>
<td>360</td>
<td>859</td>
</tr>
</tbody>
</table>

### IV. CONCLUSION

Implementation of the depth-first search column by column algorithm on the game of Babylon Tower results in some conclusions which are: the proposed method is always capable of finding solution for the randomized Babylon Tower, the average number of steps taken for the proposed method to find the solution is 151 steps for easy difficulty, 295 steps for medium difficulty, and 431 steps for hard difficulty; the average time required for the proposed method to find the solution is 9.1768025 ms for easy difficulty, 13.659535 ms for medium difficulty, and 16.839884 ms for hard difficulty.
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